Федеральное государственное бюджетное образовательное учреждение высшего образования «Нижегородский государственный архитектурно-строительный университет» (ННГАСУ)

*Факультет инженерно-экологических систем и сооружений*

*Кафедра информационных систем и технологий*

КУРСОВАЯ РАБОТА

по дисциплине: «Язык программирования Python»

На тему: «Разработка программы для поиска пути в Лабиринте»

Выполнил студент 1 курса гр. ИС-34 Королев Н.Д.

Проверил Морозов Н.С.

Нижний Новгород – 2023 г.

Оглавление

[Введение 3](#_Toc133530358)

[Задачи 3](#_Toc133530359)

[1.Теоретическая часть 4](#_Toc133530360)

[1.1 Графы 4](#_Toc133530361)

[1.2 Алгоритмы построения маршрута в графе, используемые в разработке 4](#_Toc133530362)

[**1.3 Особенности реализации** 6](#_Toc133530363)

[2. Реализация алгоритма 7](#_Toc133530364)

[2.1 Подготовительный этап 7](#_Toc133530365)

[2.2 Функции для нахождения пути 7](#_Toc133530366)

[2.3. Построение маршрута 8](#_Toc133530367)

[Пример работы 9](#_Toc133530368)

[Заключение 10](#_Toc133530369)

[Список литературы 11](#_Toc133530370)

[Приложение 1 12](#_Toc133530371)

[Листинг программы 12](#_Toc133530372)

# Введение

Алгоритмы обхода графа являются одной из важнейших задач в программировании [1]. Алгоритмы обхода графа появились позже самой теории графов, самими же графами интересовались довольно таки давно. Швейцарский, прусский и российский математик Леонард Эйлер в статье (на латинском языке, изданной Петербургской академией наук) о решении знаменитой задачи о кёнигсбергских мостах, датированной 1736 годом, первым применил идеи теории графов при доказательстве некоторых утверждений. При этом Эйлер не использовал ни сам термин «граф», ни какие-либо термины теории графов, ни изображения графов. Леонард Эйлер считается отцом теории графов (как и топологии), открывшим понятие графа, а 1736 год назначен годом рождения теории графов [4]. Одним из таких является поиск в ширину [2].

**Цель работы**: реализовать алгоритмы обхода графа в ширину и А\* для задачи поиска маршрута в лабиринте.

# Задачи

* Изучить алгоритмы построения маршрута в графе;
* Выделить особенности реализации, необходимые в конкретной задаче поиска маршрута;
* Подготовить исходные данные: лабиринт, координаты точек для посещения при обходе;
* Реализовать алгоритмы с заданными параметрами;
* Сохранить результаты обходов лабиринта и получившиеся маршруты в файл.
* Предоставить листинг программы, а также результат работы на тестовом графе

# 1.Теоретическая часть

## 1.1 Графы

Стоит начать с того, Что же вообще такое граф?

**Граф** — математическая абстракция реальной системы любой природы, объекты которой обладают парными связями. Граф как математический объект есть совокупность двух множеств — множества самих объектов, называемого множеством вершин, и множества их парных связей, называемого множеством рёбер. Элемент множества рёбер есть пара элементов множества вершин. [5]

Стоит отметить, что в данной работе автор обращается к графу, имеющему двумерный вид, то бишь граф по 2 координатам, данный граф можно встретить во многих учебниках, в программе Excel и во многих других местах. Граф же для работы программы был преобразован из текстового файла содержащего 3 условных символа: « » - свободное пространство, по которому можно перемещаться в пределах самого лабиринта, «#» - стена, через которую нельзя проходить и «\*» - ключ, условное место, находящееся в свободном пространстве, через которое обязательно надо пройти.

Непосредственно код принимает данный граф как двумерный массив, заполненный символами « », «#» и «\*».

## 1.2 Алгоритмы построения маршрута в графе, используемые в разработке

Во Время работы на д кодом автор использовал 2 алгоритма построения маршрута в графе: Поиск в ширину и А\*, поиск в ширину искал путь до ключа, особой точки, которую нужно пройти перед тем, как попасть на выход, поиском же до выхода занимался алгоритм А\*.

Обход или поиск — это одна из фундаментальных операций, выполняемых на графах. **Поиск в ширину**начинается с определённой вершины, затем исследуются все её соседи на данной глубине и происходит переход к вершинам следующего уровня. В графах, в отличие от деревьев, могут быть циклы — пути, в которых первая и последняя вершины совпадают. Поэтому необходимо отслеживать посещённые алгоритмом вершины. При реализации алгоритма поиска в ширину используется структура данных «очередь».[6]

Плюсы и минусы данного алгоритма:

Пространственная сложность

Так как в памяти хранятся все развёрнутые узлы, пространственная сложность алгоритма составляет �(|�|+|�|).

Алгоритм поиска с итеративным углублением похож на поиск в ширину тем, что при каждой итерации перед переходом на следующий уровень исследуется полный уровень новых узлов, но требует значительно меньше памяти.

Временная сложность

Так как в худшем случае алгоритм посещает все узлы графа, при хранении графа в виде списков смежности, временная сложность алгоритма составляет �(|�|+|�|).

Полнота

Если у каждого узла имеется конечное число преемников, алгоритм является полным: если решение существует, алгоритм поиска в ширину его находит, независимо от того, является ли граф конечным. Однако если решения не существует, на бесконечном графе поиск не завершается.

Оптимальность

Если длины рёбер графа равны между собой, поиск в ширину является оптимальным, то есть всегда находит кратчайший путь. В случае взвешенного графа поиск в ширину находит путь, содержащий минимальное количество рёбер, но не обязательно кратчайший.

Поиск по критерию стоимости является обобщением поиска в ширину и оптимален на взвешенном графе с неотрицательными весами рёбер. Алгоритм посещает узлы графа в порядке возрастания стоимости пути из начального узла и обычно использует очередь с приоритетами.[7]

Именно из-за оптимальности был выбран этот способ, ибо ребра между элементами графа равны между собой, а сам код написан так, чтобы не хранить в памяти «тупиковые ветви», это потом понадобиться в построении пути.

A\* пошагово просматривает все пути, ведущие от начальной вершины в конечную, пока не найдёт минимальный. Как и все информированные алгоритмы поиска, он просматривает сначала те маршруты, которые «кажутся» ведущими к цели. От жадного алгоритма, который тоже является алгоритмом поиска по первому лучшему совпадению, его отличает то, что при выборе вершины он учитывает, помимо прочего, *весь* пройденный до неё путь. Составляющая *g(x)* — это стоимость пути от начальной вершины, а не от предыдущей, как в жадном алгоритме.

В начале работы просматриваются узлы, смежные с начальным; выбирается тот из них, который имеет минимальное значение *f(x)*, после чего этот узел раскрывается. На каждом этапе алгоритм оперирует с множеством путей из начальной точки до всех ещё не раскрытых (листовых) вершин графа — множеством частных решений, — которое размещается в очереди с приоритетом. Приоритет пути определяется по значению *f(x) = g(x) + h(x)*. Алгоритм продолжает свою работу до тех пор, пока значение *f(x)* целевой вершины не окажется меньшим, чем любое значение в очереди, либо пока всё дерево не будет просмотрено. Из множества решений выбирается решение с наименьшей стоимостью.[8]

Данный алгоритм был выбран для того, чтобы посмотреть его работу в условиях двумерного массива, где он и нашёл оптимальный путь. С помощью него был построен путь от точки ключа до выхода, так же его можно было бы применить для поиска пути от любой до любой точки в графе.

**1.3 Особенности реализации**

После того, как граф был преобразован из текстового файла в массив, автор решил использовать аватара. У аватара есть точка нахождения в данный момент, соседи а также пройденный им путь. Для алгоритма поиска в ширину нужны были лишь координаты аватара, ключа и соседних точек. Для алгоритма А\* нужны были координаты ключа, выхода а также прямой путь от ключа до выхода, придерживаясь которого и будет построен путь до выхода. Т.к. ребра графа имеют единичную длину, а путь всего один, то разницы между ними будет не много, в ином же варианте, если бы ребра были разных длин, то алгоритм А\* показал бы себя намного лучше.

Также предстоит создать файл, в котором будет построен путь в виде точек до ключа и запятыми от ключа до выхода, в некоторых местах путь будет повторяться, в таком случае он будет обозначен запятыми, ибо путь от ключа до выхода был построен позже, чем от входа до ключа. Сам конечный файл это просто измененная копия изначального файла, но можно было бы и создать его из программы соответственно, что автоматизировало бы процесс.

Средой разработки была выбрана программа PyCharm, ибо для автора она была интуитивно понятней, чем любая другая. Язык программирования – Python 3.11. Удобен в освоении, соответствует дисциплине и имеет набор необходимых функций.

# 2. Реализация алгоритма

## 2.1 Подготовительный этап

Для начала работы нужно подготовить сам файл, текстовый файл. Сгенерировать его можно с помощью других программ, такой файл и был взят за основу. Более ничего из сторонних файлов нам не нужно.

В самой программе была написана функция ReadMaze которая вернула нам готовый к обработке двумерный массив. Для корректного поиска пути нам нужно определить где вход, а где выход. Исходя из того, что границы самого лабиринта содержат вход и выход, там и нужно их искать, эти координаты находит функция StartEnd. После нахождения входа и выхода надо найти точку ключа, это будет легко, ибо ключ всего лишь один на весь массив, и имеет уникальное обозначение: «\*», эти занимается функция Key.

## 2.2 Функции для нахождения пути

Для того, чтобы начать поиск пути – нужно написать функцию для аватара, которая будет сообщать ему, в какие точки можно будет идти в данный момент, для этого была создана shag, которая возвращает координаты доступных для посещения ячеек в лабиринте. Для нахождения того самого единственного пути в лабиринте была сделана функция pathtoend которая возвращает нам координаты пути от точки входа до точки выхода, нужно это будет в будущем для построения маршрута вход->ключ. На этом этапе на основе pathtoend можно так же сделать функцию pathstartkey, она нам понадобиться в конце, когда мы будем строить точками путь до ключа от входа.

Теперь можно приступить к реализации поиска маршрута от входа до точки ключа с помощью алгоритма обхода в ширину. Ранее был найден путь от входа до выхода, который понадобиться нам на этом этапе. Если учитывать, что путь всего один, то самый оптимальный путь можно найти, если идти не от какой то точки на маршруте до ключа, а от ключа до самой ближней точки маршрута. На основе предыдущих функций была создана pathfromkey, ее единственное отличие в том, что начальная точка принимается за точку ключа, а конечная – первая точка из маршрута вход -> выход.

Здесь описываются функции, который лишь предлагают альтернативный путь к нахождению пути до ключа и работает конкретно на поиск по ширине до ключа. MakeFPAth прописывает координаты пути от входа до точки , откуда идет отклонение от маршрута вход->выход. Функция MakeSPath же достраивает путь, который был начат в MakeFPath, далее это функция не несет в себе смысла, просто представлена в качестве альтернативы поиска пути найденному в pathstartkey.

Далее будет найден путь от ключа до выхода с помощью алгоритма A\*. Для начала автор сделал функцию heur, которая находит эвристическое расстояние от одной точки до другой, в данном примере нам понадобится точка ключа как начало и точка выхода как конец. Функция star находит оптимальный маршрут с помощью heur, как бы опираясь на тот путь, что она построила, далее функция star будет использована для построения маршрута ключ->выход в конечном файле.

## 2.3. Построение маршрута

Конечным продуктом программы должен стать файл с построенным маршрутом вход->ключ в виде точек а также ключ-> выход в виде запятых, именно для такой цели служит функция main, как бы собирая воедино все ранее написанные функции, кроме MakeSPath.

Сама main может служить только для этой программы, для использования в других проектах – нужно будет переписывать несколько параметров ней, такие как: исходный текстовый файл и итоговый файл с результатом.

Построение пути состоит из 3 этапов: построить путь вход->ключ, построить путь ключ->выход а также вновь отметить точку ключа с помощью «\*». Точка отмечается, ибо при построении пути она была перекрыта маршрутом. Для построения нужно сначала создать и открыть конечный файл, в который и будут заносится изменения. Путь вход->ключ будет строиться с помощью функции pathstartkey, путь ключ->выход будет строиться при помощь функции star а точка ключа вновь проставляться при помощи функции Key. В конце остаеться лишь занести изменения в конечный файл и все, готово.

# Пример работы

Изначальный файл:
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![](data:image/png;base64,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)

# Заключение

В ходе проделанной работы была создана программа для поиска пути в лабиринте, поиск пути в котором был осуществлен с помощью алгоритмов обхода графа в ширину и А\*.Разработка программы потребовала изучение таких алгоритмов, как Обход графа в ширину и А\*.

В результате был разработан код на языке программирования Python 3.11, который работает с текстовыми файлами, а также с из копиями, для постройки пути в лабиринте.
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# Приложение 1

## Листинг программы

from math import sqrt  
from queue import PriorityQueue  
  
def ReadMaze(file):  
 with open(file, "r") as f:  
 lns = f.read().splitlines()  
 maze = [list(line) for line in lns]  
 return maze  
  
def StartEnd(maze):  
 start = None  
 end = None  
 for i in range(len(maze[0])):  
 if maze[0][i]==" ":  
 start = (0,i)  
 if maze[len(maze)-1][i] == " ":  
 end = (int(len(maze)-1),int(i))  
 return start, end  
  
def Key(maze):  
 key=None  
 for i in range(len(maze)):  
 for j in range(len(maze[0])):  
 if maze[i][j] == "\*":  
 key = (i,j)  
 return key  
  
def shag(maze, Cord):  
 glb, dln = Cord  
 neig = [(glb-1,dln),(glb,dln+1),(glb+1,dln),(glb,dln-1)]  
 shagi = []  
 for nei in neig:  
 glb,dln = nei  
 if 0<=glb<len(maze) and 0<=dln<len(maze[0]) and maze[glb][dln]!="#":  
 shagi.append(nei)  
 return shagi  
  
def pathtoend(RM):  
 path=[]  
 start,end = StartEnd(RM)  
 queue = [(start, [start])]  
 visited=[]  
 av = start  
 while av != end:  
 av, path = queue.pop(0)  
 visited.append(av)  
 for cells in shag(RM,av):  
 if cells not in visited:  
 queue.append((cells, path + [cells]))  
 return path  
  
def pathstartkey(RM):  
 path=[]  
 start,end = StartEnd(RM)  
 end = Key(RM)  
 queue = [(start, [start])]  
 visited=[]  
 av = start  
 while av != end:  
 av, path = queue.pop(0)  
 visited.append(av)  
 for cells in shag(RM,av):  
 if cells not in visited:  
 queue.append((cells, path + [cells]))  
 return path  
  
def pathfromkey(RM):  
 pathkey=[]  
 start = Key(RM)  
 queue = [(start,[start])]  
 visited=[]  
 av = start  
 while av not in pathtoend(RM):  
 av, path = queue.pop(0)  
 visited.append(av)  
 for cells in shag(RM,av):  
 if cells not in visited:  
 queue.append((cells, path + [cells]))  
 return path  
  
def MakeFPath(pathtoend,pathfromkey):  
 f = []  
 s = pathfromkey[len(pathfromkey)-1]  
 for i in pathtoend:  
 if i == s:  
 return f  
 else:  
 f.append(i)  
  
def MakeSPath(MakeFPath, pathfromkey):  
 s = pathfromkey[len(pathfromkey)-1]  
 l = []  
 path=[]  
 for k in range(len(pathfromkey)-1,0,-1):  
 l.append(pathfromkey[k])  
 for i in MakeFPath:  
 path.append(i)  
 for i in l:  
 path.append(i)  
 print(path)  
  
def heur(cell,end):  
 return sqrt((cell[0]-end[0]) \*\* 2 + (cell[1]-end[1]) \*\* 2)  
  
def star(RM, st, en):  
 start = st  
 end = en  
 queue = PriorityQueue()  
 queue.put((0, start, [start]))  
 visited = set()  
 while not queue.empty():  
 p, av, path = queue.get()  
 if av == end:  
 return p, path  
 visited.add(av)  
 for cells in shag(RM, av):  
 if cells not in visited:  
 path1 = path + [cells]  
 pr = len(path1) + heur(cells, end)  
 queue.put((pr, cells, path1))  
 return None  
  
def main():  
 RM = ReadMaze("maze-for-u.txt")  
 k = Key(RM)  
 pathtokey = pathstartkey(RM)  
 start, end = StartEnd(RM)  
 PathToEnd = star(RM, Key(RM), end)  
  
 for i in pathtokey:  
 RM[i[0]][i[1]] = "."  
  
 for i in star(RM, k, end)[1]:  
 RM[i[0]][i[1]] = ","  
  
 RM[k[0]][k[1]] = "\*"  
  
 result = ""  
 for line in RM:  
 result += "".join(line) + "\n"  
  
 with open("maze-for-me-done.txt", "w") as f:  
 f.write(result)  
 print("смотрите файл")  
main()